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# Introduction

Every year, the NCAA women’s basketball teams play thousands of matches that will lead up to the popular March Madness championship. The championship consists of 64 teams and builds up from early October until February, where the top 16 teams per each of the four regions compete for the championship, with the final game usually played in March or April. As a result, a lot of data has been gathered over the years from these matches and can be used to try and predict the next champion.

For this project, we’ve taken data from the NCAA Women’s basketball tournaments, spanning from 1998 to 2017. These data include every game played for every season, whether the game was played at home or away, which team won, the final score, number of overtimes played, and if the game was part of the regular season or March Madness.

# The Dataset

The dataset was obtain from the 2018 Women’s NCAA March Madness (<https://www.kaggle.com/c/womens-machine-learning-competition-2018/data>) Kaggle competition, and is conformed of 9 comma-separated value (CSV) files with a variety of data columns. However, for the purpose of this project, only relevant columns will be used to predict tournament results. Examples of variables that will be used include: season, day season started, day number, winning and losing teams, winning and losing team scores, seeds (for tournament games), number of overtimes played, cities were the game was played, and whether the winning team won at home, away, or on neutral ground.

The data goes all the way back to 1998 and reaches 2017. This will allow us to discover team trends over time. However, we will probably restrict ourselves to the most recent year of data to create the predictive model because sports teams tend to vary in overall greatness over time due to players, coaches, and other factors changing. By now, the 2018 data has been released and can be used to cross validate results from the predictive models with the actual competition results.

## Data Preprocessing

We will start by loading the required packages that will be used for this project and explain why they will be used. \* dplyr: data manipulation package that will allow us to view and explore the data. \* plyr: tools that allow for data manipulation. \* tidyr: package that allows us to build datasets that conform to Hadley Wickham’s tidy dataset structure. \* lubridate: package that allows date manipulation. \* ggplot2: grammar of graphics package for exploratory data analysis, used to discover potential trends in the data. \* caret: package housing different modeling algorithms. Will be used to create the random forest and SVM models. \* randomForest: package that will allow us to build a random forest model with assistance from the caret package.

# Objective

Our objective is to take these data points and try to build a model that is capable of correctly predicting the score of the winning team for the 2017 women’s basketball season, an objective that is based on the Kaggle March Madness competition held in February 2017. We believe that by using three different models - two which we have seen in class and one which we have discovered outside of class. Our goal will be able to successfully predict over 75 percent of the match outcomes. We will use data from 1998-2016 as the training set to build the model, and the 2017 season will be the testing set.

For this project, we will be using the following three models: Random Forest, Support Vector Machine, and Linear Regression.

## Load required packages

require(dplyr)  
require(plyr)  
require(tidyr)  
require(lubridate)  
require(ggplot2)  
require(caret)  
require(e1071)  
require(randomForest)

With the said packages loaded, it is time to import the datasets that we’ll use for this project. Kaggle provides nine datasets in comma-separated value format. These csvs contain information on the team cities, the cities in which games were played, NCAA tournament results, tournament seeds, tournament slots, regular season results, seasons, teams, and team names.

For the sake of this project, we will load all the csvs but we will not use all these.

## Load the data files

# Load csv files  
cities <- read.csv('WCities.csv')  
gameCities <- read.csv('WGameCities.csv')  
compactResults <- read.csv('WNCAATourneyCompactResults.csv')  
seeds <- read.csv('WNCAATourneySeeds.csv')  
slots <- read.csv('WNCAATourneySlots.csv')  
regSeasonResults <- read.csv('WRegularSeasonCompactResults.csv')  
season <- read.csv('WSeasons.csv')  
teams <- read.csv('WTeams.csv')  
teamSpellings <- read.csv('WTeamSpellings.csv')

With the files loaded, we will now move on to create a master file that will serve us when building the model.

## Data preparation

# Add columns to files  
regSeasonResults$gameType <- 'regularSeason'  
compactResults$gameType <- 'tournament'  
  
compactResults <- compactResults %>%   
 left\_join(seeds, by = c('Season'='Season', 'WTeamID' = 'TeamID'))  
colnames(compactResults)[10] <- 'WTeamSeed'  
  
compactResults <- compactResults %>%   
 left\_join(seeds, by = c('Season'='Season', 'LTeamID' = 'TeamID'))  
colnames(compactResults)[11] <- 'LTeamSeed'  
  
seasonNew <- gather(season, key = Season, value = Region, c(RegionW, RegionY, RegionX, RegionZ))

## Warning: attributes are not identical across measure variables;  
## they will be dropped

colnames(seasonNew) <- c('DayZero', 'Region', 'Title')  
seasonNew$DayZero <- as.Date(as.character(seasonNew$DayZero), '%m/%d/%Y')  
  
seasonNew <- seasonNew %>%   
 mutate(season = year(DayZero),   
 seed = substr(Region, 7, 7))  
  
# Create a master dataset   
master <- regSeasonResults %>% bind\_rows(compactResults)  
  
master <- master %>%   
 dplyr::left\_join(season, by = c('Season' = 'Season')) %>%   
 dplyr::select(-RegionW, -RegionX, -RegionY, -RegionZ)  
master$DayZero <- as.Date(as.character(master$DayZero), format = '%m/%d/%Y')  
master$gameDay <- master$DayNum + master$DayZero  
  
master <- master %>%   
 dplyr::mutate(WRegion = substr(WTeamSeed, 1, 1),   
 LRegion = substr(LTeamSeed, 1, 1)) %>%   
 dplyr::left\_join(seasonNew, by = c('Season'='season', 'WRegion'='seed')) %>%   
 dplyr::left\_join(seasonNew, by = c('Season'='season', 'LRegion'='seed')) %>%  
 dplyr::select(-DayZero, -WRegion, -LRegion, -DayZero.y, -Region.x, -Region.y) %>%  
 dplyr::group\_by(Season, WTeamID, LTeamID) %>%  
 dplyr::mutate(meeting = 1:n()) %>%   
 dplyr::ungroup() %>%   
 dplyr::mutate(gameId = paste0(Season, '\_', WTeamID, '\_', LTeamID, '\_', meeting)) %>%   
 dplyr::select(Season, DayZero.x, gameDay, DayNum, gameId, WTeamID, WScore, LTeamID, LScore, WLoc, NumOT, gameType,   
 WTeamSeed, LTeamSeed, WRegion = Title.x, LRegion = Title.y)  
colnames(master)[2] <- 'DayZero'

Now that we have the master file ready, we’ll group by team and calculate each team’s offensive and defensive ratings, and the average point spread by which they beat - or lose to - their opponents.

We start by selecting the winning team, their score, and the score of the losing team. These last two will be the points scored and points allowed, and will be used to calculate each team’s offensive rating (OR) and defensive rating (DR).

homeTeam <- master %>%  
 dplyr::select(Season, gameId, Team1 = WTeamID, Team2 = LTeamID, PointsScored = WScore, PointsAllowed = LScore)  
awayTeam <- master %>%   
 dplyr::select(Season, gameId, Team1 = LTeamID, Team2 = WTeamID, PointsScored = LScore, PointsAllowed = WScore)  
  
totalTeam <- homeTeam %>% bind\_rows(awayTeam) %>% arrange(gameId)  
totalTeamDedup <- totalTeam[!duplicated(totalTeam$gameId), ]  
  
# First we'll calculate average points scored and allowed by the league. This needs to be done by season to account for the offensive and defensive shifts of all the teams.   
totalTeam <- totalTeamDedup %>%   
 dplyr::group\_by(Season) %>%   
 dplyr::mutate(lgPS = mean(PointsScored), lgPA = mean(PointsAllowed)) %>%   
 dplyr::ungroup()  
  
# Then, we'll create Team1's OR, DR and point spread...   
totalTeam <- totalTeam %>%   
 dplyr::group\_by(Season, Team1) %>%   
 dplyr::mutate(T1OR = mean(PointsScored)/lgPS,   
 T1DR = mean(PointsAllowed)/lgPA,  
 T1PointSpread = mean(PointsScored) - mean(PointsAllowed)) %>%  
 # ...followed by Team2's OR and DR.  
 dplyr::ungroup() %>%   
 dplyr::group\_by(Season, Team2) %>%   
 dplyr::mutate(T2OR = mean(PointsAllowed)/lgPA,  
 T2DR = mean(PointsScored)/lgPS,  
 T2PointSpread = mean(PointsAllowed - mean(PointsScored))) %>%  
 dplyr::ungroup()

We calculate these ratings because it gives us a better idea of how good or bad the team was relative to the league’s offensive and defensive environment. The mean for both these ratings is 1, meaning that anybody below 1 is below average, while those above are above average. Point spread will give us the average margin of victory or defeat for each team.

With each team’s OR, DR, and point spread calculated, we’ll merge it back into the master file and calculate the expected results for each match (what a team should have ideally scored given the other team’s neutral stats.)

master <- master %>%   
 dplyr::left\_join(totalTeam, by = c('Season' = 'Season', 'gameId' = 'gameId')) %>%   
 dplyr::select(Season, gameId, DayZero, gameDay, DayNum, WTeamID, WScore, LTeamID, LScore, WLoc, NumOT, gameType, WTeamSeed,  
 LTeamSeed, WRegion, LRegion, lgPS, lgPA, WTeamOR = T1OR, WTeamDR = T1DR, WTeamPointSpread = T1PointSpread,  
 LTeamOR = T2OR, LTeamDR = T2DR, LTeamPointSpread = T2PointSpread) %>%  
 as.data.frame()  
  
head(master)

## Season gameId DayZero gameDay DayNum WTeamID WScore  
## 1 1998 1998\_3104\_3202\_1 1997-10-27 1997-11-14 18 3104 91  
## 2 1998 1998\_3163\_3221\_1 1997-10-27 1997-11-14 18 3163 87  
## 3 1998 1998\_3222\_3261\_1 1997-10-27 1997-11-14 18 3222 66  
## 4 1998 1998\_3307\_3365\_1 1997-10-27 1997-11-14 18 3307 69  
## 5 1998 1998\_3349\_3411\_1 1997-10-27 1997-11-14 18 3349 115  
## 6 1998 1998\_3435\_3172\_1 1997-10-27 1997-11-14 18 3435 65  
## LTeamID LScore WLoc NumOT gameType WTeamSeed LTeamSeed WRegion  
## 1 3202 41 H 0 regularSeason <NA> <NA> <NA>  
## 2 3221 76 H 0 regularSeason <NA> <NA> <NA>  
## 3 3261 59 H 0 regularSeason <NA> <NA> <NA>  
## 4 3365 62 H 0 regularSeason <NA> <NA> <NA>  
## 5 3411 35 H 0 regularSeason <NA> <NA> <NA>  
## 6 3172 63 H 0 regularSeason <NA> <NA> <NA>  
## LRegion lgPS lgPA WTeamOR WTeamDR WTeamPointSpread LTeamOR  
## 1 <NA> 75.35126 60.34226 1.0536161 0.9532580 21.86957 1.095036  
## 2 <NA> 75.35126 60.34226 1.1256372 0.9631926 26.69697 1.114476  
## 3 <NA> 75.35126 60.34226 0.9525756 0.9133088 16.66667 1.008138  
## 4 <NA> 75.35126 60.34226 0.9856402 0.8751362 21.46154 1.065352  
## 5 <NA> 75.35126 60.34226 1.0193528 0.9501357 19.47619 0.802242  
## 6 <NA> 75.35126 60.34226 0.9639066 0.9376339 16.05263 1.116548  
## LTeamDR LTeamPointSpread  
## 1 1.1331544 -19.307692  
## 2 1.0268574 -10.125000  
## 3 0.9842790 -13.333333  
## 4 0.9782754 -9.428571  
## 5 1.0791880 -32.909091  
## 6 0.9837260 -6.750000

We finally have a dataset that we can work on. From here on out we’ll do some additional data exploration and start building the model.

# Exploratory data analysis

To get an idea of the strong teams in the league, the top ten teams based on the total amount of matches won are plotted below.

# Generating win count by teams  
teamWins <- count(master, "WTeamID")  
teamWins <- merge(teamWins, teams, by.x = "WTeamID", by.y = "TeamID")  
teamWins <- teamWins[order(-teamWins$freq),]  
teamWins <- teamWins[1:10,]  
  
ggplot(data = teamWins, aes(x = TeamName, y = freq)) +   
 geom\_bar(stat = "identity", fill = "steelblue") +  
 labs(title = "Top 10 Winning Teams", x = "Team", y = "Games Won") +  
 theme\_classic() +  
 theme(axis.text.x = element\_text(angle = 45, hjust = 1))
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head(teamWins)

## WTeamID freq TeamName  
## 58 3163 696 Connecticut  
## 290 3397 600 Tennessee  
## 283 3390 575 Stanford  
## 76 3181 574 Duke  
## 217 3323 552 Notre Dame  
## 21 3124 539 Baylor

Next, we will explore the winning rates of these top teams.

# Generating W/L proportions of top 10 teams  
teamWins <- count(master, "WTeamID")  
teamLoses <- count(master, "LTeamID")  
  
teamWL <- merge(teamWins, teamLoses, by.x = "WTeamID", by.y = "LTeamID")  
teamWL <- teamWL[order(-teamWL$freq.x),]  
teamWL <- teamWL[1:10,]  
  
teamWL <- merge(teamWL, teams, by.x = "WTeamID", by.y = "TeamID")  
teamWL <- teamWL[order(-teamWL$freq.x),]  
  
teamWL$WinPercentage <- (teamWL$freq.x)/(teamWL$freq.x + teamWL$freq.y)  
teamWL$LosePercentage <- (teamWL$freq.y)/(teamWL$freq.x + teamWL$freq.y)  
colnames(teamWL) <- c("TeamID", "Wins", "Loses", "TeamName", "WinPercentage", "LosePercentage")  
  
ggplot(data = teamWL, aes(x = TeamName, y = WinPercentage)) +   
 geom\_bar(stat = "identity", fill = "forestgreen") +  
 labs(title = "Winning Percentage of All Games Played by Top 10 Teams", x = "Team", y = "Win Percentages") +  
 theme\_classic() +  
 theme(axis.text.x = element\_text(angle = 45, hjust = 1))
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As shown above, the top winning teams all have significantly higher win rate. The winning teams average a 75 winning percentage.

Next, let’s analyze the performance of the winning teams and the losing teams. Offensive ratings and defensive ratings had been calculated for each winning and losing team. These ratings are on a percentage scale, meaning if a team has a performance rating above 1, they are above average, and below average if their rating is under 1.

Wratings <- master %>%   
 dplyr::select(WTeamID, WTeamOR, WTeamDR) %>%   
 dplyr::mutate(TeamFlag = 'W') %>%   
 dplyr::select(TeamFlag, TeamId = WTeamID, TeamOR = WTeamOR, TeamDR = WTeamDR)  
Lratings <- master %>%   
 dplyr::select(LTeamID, LTeamOR, LTeamDR) %>%   
 dplyr::mutate(TeamFlag = 'L') %>%   
 dplyr::select(TeamFlag, TeamId = LTeamID, TeamOR = LTeamOR, TeamDR = LTeamDR)  
  
ratings <- Wratings %>% bind\_rows(Lratings)  
  
# Comparing offensive ratings  
ggplot(data = ratings, aes(x = as.factor(TeamFlag), y = TeamOR, fill = as.factor(TeamFlag))) +   
 geom\_boxplot() +  
 ggtitle("Offensive rating by W/L Teams") +   
 labs(x = 'Team', y = 'Offensive Rating', fill = 'Team') +  
 theme(plot.title = element\_text(hjust = 0.5))
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# Comparing defensive ratings  
ggplot(data = ratings, aes(x = as.factor(TeamFlag), y = TeamDR, fill = as.factor(TeamFlag))) +   
 geom\_boxplot() +  
 ggtitle("Defensive rating by W/L Teams") +   
 labs(x = 'Team', y = 'Defensive Rating', fill = 'Team') +  
 theme(plot.title = element\_text(hjust = 0.5))

![](data:image/png;base64,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)

The boxplots above shown some interesting information about the teams’ performance ratings. First, we want to point out that, on average, losing teams tend to have higher offensive ratings. Perhaps the reason for this is because they are highly aggresive offensively, leaving their defense open and allowing opposing teams to score. In the end, the old mantra might prove to be true: defense wins championships. And, if we look at the boxplot for defensive ratings, we find that indeed the spread of defensive ratings for winning teams is larger, which may indeed support the hypothesis drawn from the first boxplot.

# Modeling

We’ll now turn to building the models to predict which team is likelier to win given it’s OR, DR, and point spread. It’s also time to split the datasets. Because of the size of the data, we’ll only use the years 2008 through 2016 as the training set, and the 2017 data as the testing set.

# The training set will consist of games played before 2017, while the testing set will contain games played in 2017  
trainSet <- master %>%   
 dplyr::filter(Season >= 2008 & Season < 2017)  
  
testSet <- master %>%   
 dplyr::filter(Season == 2017)

Though not a conventional split of the data, we want to see if we are able to predict a season worth of games.

## Linear Regression Model

Often, many seek to predict the winning score for a particular match. While not encourage, some people make bets on how much higher a team’s score will be - their spread. Similarly, people generally want to know the winning score beforehand to know what they should expect.

Thus, a linear regression model is built to predict the winning score based on each team’s offensive rating, defensive rating, and point spread, along side the losing team’s ID.

# Linear Regression to predict the winning score  
  
# Fitting the regression  
fit.reg <- lm(WScore ~ LTeamID + LScore + WTeamOR + WTeamDR + LTeamOR + LTeamDR + WTeamPointSpread + LTeamPointSpread, data = trainSet)  
summary(fit.reg)

##   
## Call:  
## lm(formula = WScore ~ LTeamID + LScore + WTeamOR + WTeamDR +   
## LTeamOR + LTeamDR + WTeamPointSpread + LTeamPointSpread,   
## data = trainSet)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -32.602 -5.190 -0.565 4.448 49.595   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -2.525e+01 1.286e+00 -19.637 < 2e-16 \*\*\*  
## LTeamID -1.595e-03 3.435e-04 -4.643 3.45e-06 \*\*\*  
## LScore 4.986e-01 4.111e-03 121.295 < 2e-16 \*\*\*  
## WTeamOR -6.398e+00 1.812e+01 -0.353 0.72395   
## WTeamDR 3.089e+01 1.450e+01 2.130 0.03318 \*   
## LTeamOR 1.196e+01 1.522e+01 0.786 0.43202   
## LTeamDR 9.750e+00 1.902e+01 0.513 0.60820   
## WTeamPointSpread 1.071e+00 2.558e-01 4.187 2.83e-05 \*\*\*  
## LTeamPointSpread -8.263e-01 2.684e-01 -3.078 0.00208 \*\*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 7.759 on 47059 degrees of freedom  
## Multiple R-squared: 0.534, Adjusted R-squared: 0.5339   
## F-statistic: 6741 on 8 and 47059 DF, p-value: < 2.2e-16

# Visualizing some detail about the regression  
layout(matrix(c(1,2,3,4),2,2))  
plot(fit.reg)
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As shown from the regression summary, all variable are significant in determining the winning score of the match. It’s important to point out that the winning team’s offensive rating is the least significant of the coefficients, while the winning team’s defensive rating, and the losing team’s offensive rating seem to be more predictive of the final score. From the residual plots, we can see that the data points in the regression are randomly distributed, which implies that the variables are not correlated.

However, it must be noted that the adjusted R-square is farily low for the model at 0.5339. While this is not a high R-square value, it is understandable that the variables in the regression only account for 53.39% of the winning score. Sports are highly variable in nature, and are therefore hard to predict. Thus, the R-square value is acceptable in this instance.

However, let’s see how the actual scores compare to the predicted scores.

predictLm <- data.frame('predict' = predict(fit.reg, newdata = testSet))  
LmResults <- testSet %>%   
 dplyr::bind\_cols(predictLm)  
  
# Root mean squeared error   
RMSE(LmResults$predict, LmResults$WScore)

## [1] 7.899277

# Plot the results for comparison  
ggplot(LmResults, aes(x = WScore, y = predict)) +  
 geom\_point() +   
 geom\_smooth(method = 'lm') +   
 labs(x = 'Actual Score', y = 'Predicted Score') +  
 ggtitle('Predicted vs Actual Scores', subtitle = '2017 Season') +  
 theme(plot.title = element\_text(hjust = 0.5),  
 plot.subtitle = element\_text(hjust = 0.5))
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The root mean squared error shows that the the WScore is overall off by 7.9 points in either direction which, as we can, see by the graph, is not bad. There’s a cluster of scores and a positive relationship when comparing these scores. The model’s predictions appear to be in line with the actual score but they are not 100 percent spot on. We’ll see if we can do better using other methods.

## Random Forest

Let’s try to improve the model by building a random forest. We’ll first set the training parameters to check the number of variables that we’ll need and the number of trees that we’ll build for the algorithm.

oob.err <- double(10)  
test.err <- double(10)  
  
for(mtry in 1:10){  
 rf <- randomForest(WScore ~ LTeamID + LScore + WTeamOR + WTeamDR + LTeamOR + LTeamDR + WTeamPointSpread + LTeamPointSpread + lgPS + lgPA, data = trainSet, mtry = mtry, ntree = 10)   
 #Error of all trees  
 oob.err[mtry] = rf$mse[10]   
   
 #Predictions on Test Set for each Tree  
 pred <- predict(rf, testSet)   
 test.err[mtry]= with(testSet, mean((WScore - pred)^2))  
}

Checking this plot, we can see that the number of variables is ideally 6.

matplot(1:mtry , cbind(oob.err,test.err), pch=19 , col=c("red", "blue"), type="b", ylab = "Mean Squared Error", xlab = "Number of Predictors Considered at each Split")   
legend("topright", legend = c("Out of Bag Error", "Test Error"), pch = 19, col = c("red", "blue"))
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We’ll once again train the model, accounting for mtry = 6, and use that value to generate the random forest. However, we will now grow 100 trees instead of ten.

rfTrain <- randomForest(WScore ~ LTeamID + LScore + WTeamOR + WTeamDR + LTeamOR + LTeamDR + WTeamPointSpread + LTeamPointSpread + lgPS + lgPA, data = trainSet, mtry = 6, ntree = 100)  
  
rfTrain

##   
## Call:  
## randomForest(formula = WScore ~ LTeamID + LScore + WTeamOR + WTeamDR + LTeamOR + LTeamDR + WTeamPointSpread + LTeamPointSpread + lgPS + lgPA, data = trainSet, mtry = 6, ntree = 100)   
## Type of random forest: regression  
## Number of trees: 100  
## No. of variables tried at each split: 6  
##   
## Mean of squared residuals: 57.93208  
## % Var explained: 55.15

In this case, the random forest regression is tells us that the variables chosen for the tree explain 55.16% of the variability in the model - a slight improvement over the previous model. Let’s check with the test set.

rfPred <- predict(rfTrain, newdata = testSet)  
rfPred <- data.frame('predict' = rfPred)  
  
rfResults <- testSet %>% bind\_cols(rfPred)  
  
# And now to check the RMSE and the plot  
RMSE(rfResults$predict, rfResults$WScore)

## [1] 7.53142

ggplot(rfResults, aes(x = WScore, y = predict)) +  
 geom\_point() +   
 geom\_smooth(method = 'lm') +   
 labs(x = 'Actual Score', y = 'Predicted Score') +  
 ggtitle('Predicted vs Actual Scores', subtitle = '2017 Season') +  
 theme(plot.title = element\_text(hjust = 0.5),  
 plot.subtitle = element\_text(hjust = 0.5))
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The plot seems to be almost identical, but the RMSE shows us a slight improvement of four percent, reducing the margin of error from 7.9 to 7.58.

## Support Vector Machine

We’ll try one last model to see whether we can improve our predictions a bit more.

svmTrain <- svm(WScore ~ LTeamID + LScore + WTeamOR + WTeamDR + LTeamOR + LTeamDR + WTeamPointSpread + LTeamPointSpread + lgPS + lgPA, data = trainSet, type = 'eps', kernel = 'linear', cross = 3, probability = TRUE)

## Warning in cret$cresults \* scale.factor: Recycling array of length 1 in vector-array arithmetic is deprecated.  
## Use c() or as.vector() instead.

summary(svmTrain)

##   
## Call:  
## svm(formula = WScore ~ LTeamID + LScore + WTeamOR + WTeamDR +   
## LTeamOR + LTeamDR + WTeamPointSpread + LTeamPointSpread +   
## lgPS + lgPA, data = trainSet, type = "eps", kernel = "linear",   
## cross = 3, probability = TRUE)  
##   
##   
## Parameters:  
## SVM-Type: eps-regression   
## SVM-Kernel: linear   
## cost: 1   
## gamma: 0.1   
## epsilon: 0.1   
##   
## Sigma: 0.5199105   
##   
##   
## Number of Support Vectors: 40945  
##   
##   
##   
## 3-fold cross-validation on training data:  
##   
## Total Mean Squared Error: 60.85354   
## Squared Correlation Coefficient: 0.533058   
## Mean Squared Errors:  
## 61.82611 58.69903 62.03541

The model looks good. Time to check the results on the testing set.

testSet2 <- testSet2 <- testSet %>% dplyr::select(LTeamID, LScore, WTeamOR, WTeamDR, LTeamOR, LTeamDR, WTeamPointSpread, LTeamPointSpread, lgPS, lgPA)  
svmPred <- predict(svmTrain, newdata = testSet2)  
svmPred <- data.frame('predict' = svmPred)  
  
svmResults <- testSet %>% bind\_cols(svmPred)  
  
RMSE(svmResults$predict, svmResults$WScore)

## [1] 7.960987

ggplot(svmResults, aes(x = WScore, y = predict)) +  
 geom\_point() +   
 geom\_smooth(method = 'lm') +   
 labs(x = 'Actual Score', y = 'Predicted Score') +  
 ggtitle('Predicted vs Actual Scores', subtitle = '2017 Season') +  
 theme(plot.title = element\_text(hjust = 0.5),  
 plot.subtitle = element\_text(hjust = 0.5))
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It turns out that the SVM is the worst of the three models because, even though it seems as it predicts the same results as the random forest and linear regression, for higher scores, the predictions become more volatile.

# Conclusions

Though these are just three of the models that we tested, we talked about building more models that could potentially improve the prediction. Models discussed were the popular Kaggle algorithms Generalized Additive Models and eXtreme Gradient Boosting, but due to time constraints we couldn’t use them. However, we believe that it would be interesting to revisit these algorithms in the future. Another conclusion that we’ve drawn is that, even though we have a lot of data, it would be interesting to see other additions to the dataset. Shooting percentage, fouls per game, number of triples and rebounds, are among the statistics that could improve the model, as they could give us a clearer idea on how a team both attacks and defends. Including more data into the training of the model could increase the accuracy of our results. Finally, of our three models, we were surprised that the random forest model was the most succesful of the three. Initially, we thought the best model would be the SVM, followed closely by the linear regression. It turns out that it was the other way round, with the SVM having a RMSE of 7.96, the linear regression a RMSE of 7.89, and the random forest a RMSE of 7.58. However, this is only part of what ideally we would’ve want to achieve since, what is more useful is to determine which side actually won and this is what in the end should be our aim. For the meantime, we are content that we could predict the winning team’s score to within 7.5 points of their actual score.